**Question 1. Search Complicated**Divyansh Mathur, 210357

1. Required time complexity= O(k log(k) + q log(n)):

To have this time complexity we need some precomputation. Idea is to sort the last k elements in decreasing order. Since the last k elements in the array were smaller than the first n-k elements, the array post the maximum element is now purely decreasing.

Now the task remains to find **val** in this *half increasing-half decreasing array*. To do this we will first find the maximum element location in precomputation. Then binary search in two Subarray i.e. from start to this max element and from max element to end.

**Pseudocode:**

Search Complicated(arr,n,k,q){

    sort(arr+n-k-1, arr+n-1);// sort all elements from n-k to n ,(0 based indexing)

    maxl=locatemax(arr,0,n-1);

    while(q--){

        input(val);

        if(findinc(val,0,maxl) || finddec(val,maxl,n-1) ==true) mark present;

        else mark not present;

    }

}

findinc(val, l, r){

    while(l<=r){

        mid=(l+r)/2;

        if(arr[mid]==val) return true;

        else if(arr[mid]>val) r=mid-1;

        else l=mid+1;

    }

}

finddec(val, l, r){

    while(l<=r){

        mid=(l+r)/2;

        if(arr[mid]==val) return true;

        else if(arr[mid]<val) r=mid-1;

        else l=mid+1;

    }

}

//logn function to find maximum element using binary search

locatemax(arr,l,r){

    while(l<=r){

        mid=(l+r)/2;

        if(arr[mid]>arr[mid-1] && arr[mid]>arr[mid+1]) return mid;

        else if(arr[mid]<arr[mid-1]) r= mid-1;

        else l=mid+1;

    }

}

1. Proof of correctness:

Our new array is actually combination of two sorted arrays one increasing to a particular value and other decreasing from that value to some other value. We simply have to binary search these two subarrays. Either our val will be on right side of maximum element or on left side of the maximum element. If it is on neither side and not equal to the maximum element then it does not exist.

If an element is present in the array then it is compulsory for it to be either in 1st half( start to max element) or in other half ( max element to end) or be equal to max element.

[because these 3 sets are mutually exclusive exhaustive set of array]

Now, since both these sets are sorted (increasing for 1st and decreasing for 2nd ), It is easy to binary search on both these subarray

*Proof of correctness of binary search:*

*Proving for increasing sorted array:*

Assertion P[i]: {**A**[0],…,**A**[**L**] and { **A**[**R**+1],…,**A**[1]

Mid= (l+r)/2

If A[mid] >val then all the elements on right of mid are greater than val since increasing order hence new r=mid-1

Therefore P[i+1] still holds ( { **A**[**R**+1],…,**A**[1] )

If A[mid] <val then all the elements on left of mid are smaller than val since increasing order hence new l=mid+1

Therefore P[i+1] still holds ( {**A**[0],…,**A**[**L**])

Similar for decreasing sorted array

Hence Prooved.

*Time Complexity:*

Precomputation Time:   
Sorting k elements take klogk time  
Finding maximum element using binary search take logn time  
Total precomputation time = klogk+logn

Time for Query:  
Finding an element in first subarray= log(M) { M location of maximum element}  
Finding an element in second subarray= log(n-M)   
Time for each query = log(M)+log(n-M) = O(logn)  
For q query : O(qlogn)

Overall Time complexity= O(klogk+qlogn)

**Question 2: Perfect Complete Graph**

Divyansh Mathur, 210357

1. **CONDITION 1: For a directed graph to be perfect complete graph every two node should have exactly one edge between every pair of distinct vertices**

**CONDITION 2: For any three vertices a, b, c, if (a, b) and (b, c) are directed edges, then (a, c) is present in the graph.**

1. **To prove:** If directed graph is a Perfect Complete Graph then between any pair of vertices, there is at most one edge, and for all k ∈ {0, 1, . . . , n − 1}, there exist a vertex v in the graph, such that Outdegree(v) = k

Consider this node,

Where k edges leaves this node (outdegree) and g edges enter this node (indegree). Total edges entering + leaving this node = n-1 since perfect complete graph condition 1. Therefore g=n-1-k

Assertion: Any two nodes can’t have same outdegree.

Proof: Lets assume two nodes have same outdegree=k, name that A and B:

![A circular object with arrows pointing to the center

Description automatically generated](data:image/png;base64,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)![A circular object with arrows pointing to the center

Description automatically generated](data:image/png;base64,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)

C

B

![A circular object with arrows pointing to the center

Description automatically generated](data:image/png;base64,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)

A

There is a edge between B and A. Assume B points to A.

Now take another node C which directs to B. There will be total n-1-k such nodes.

Now using condition 2 of perfect complete graph, this C node also points to A, So total indegree of A due to B and Cs=1+n-k-1 ( 1 from B and 1 from n-k-1 Cs)

Minimum possible indegree of A= n-k

Maximum possible outdegree of A=k-1 (since total edges from a node=n-1 condition 1)

But this contradicts our assumption that A had outdegree =k.

Hence proved

**ii.) To prove:** If in a directed graph, between any pair of vertices, there is at most one edge, and for all k ∈ {0, 1, . . . , n − 1}, there exist a vertex v in the graph, such that Outdegree(v) = k then the graph is perfect complete graph.

According to the given statement there are n nodes everyone has different outdegree from 0 to n-1.

The node with outdegree n-1 has n-1 edges implies it points to all other (n-1) nodes,

Similarly the node with outdegree =n-2 points to all nodes except itself and except the above node {because the above node has already edge to this node and it is given that any two nodes can have at most 1 edge between them}

….

The node with 0 outdegree donot point to any node but it has indegree=n-1 because of above analysis.

From above analysis the following statement can be stated:

**Statement X: If oudegree(b) > outdegree(a), then** **there is an edge between a and b where b points to a and  
if b points to a then outdegree(b)> outdegree(a)**

Therefore, a node is pointed by all nodes whose outdegree is greater than the node’s outdegree. And it points to all nodes whose outdegree less than the node's outdegree. Hence total edges at each node =n-1

any 2 nodes taken at a time are connected. (condition 1 of perfect complete graph)

Assume any three vertices a, b, c, such that (a, b) and (b, c) are directed edges i.e. a points to b and b points to c. This implies that Outdegree(a)> Outdegree(b) > Outdegree(c)

Outdegree(a)> Outdegree(c), using statement X, there is an edge between a and c where a points to c. (condition 2 of perfect complete graph).

Hence Proved.

1. **Adjacency matrix:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Sending nodes | 0 | 1 | . | . | n-1 |
| Receiving node |
| 0 |  |  |  |  |  |
| 1 |  |  |  |  |  |
| . |  |  |  |  |  |
| . |  |  |  |  |  |
| n-1 |  |  |  |  |  |

We can make use of an observation that each node is having an edge with each other node. Therefore if we see, adj[i][j] and adj[j][i] exactly one of them should be 1 and other should be 0. Now, we see the outdegree for each node and store them in another array say Out[n].

Then According to a.) part this array should have all values from 0 to n-1. Sort this array and compare with whole no. from 0 to n-1

*Pseudocode:*

**Is\_perfect\_complete\_graph{**

if(check(matrix)==false){

    return false;

}else{

    for(i from 0 to n-1){

        out[i]=0;

        for(j from 0 to n-1){

            out[i]=out[i]+matrix[i][j];

        }

    }

    sort(out.begin, out.end);

    for(i from 0 to n-1){

        if(i!=out[i]) return false;

    }

    return true;

}

}

**check(matrix**){

  for(i from 0 t0 n-1){

        for(j from 0 to n-1){

            if(matrix[i][j]+matrix[j][i]!=1) return false;

        }

    }

    return true;

}

**Time Complexity:**

In check function we are visiting each node one time. This take O(n2) time. Further our algorithm sorts the n element array. This may take O(nlogn) time worst case also we are seeing each element of out array takes O(n) time. So our overall time complexity =O(n2).

**Question 3. PnC**

Divyansh Mathur, 210357

1. **Characterise all the permutations A(Π0) = [aΠ0(1), aΠ0(2), aΠ0(3) . . . , aΠ0(n) ] of A such that S(A(Π0)) = min Π S(A(Π))**

To minimize the score, we need to minimize the sum .

Point to note is that the maximum element will always come out of the modulus as +ve and the smallest element will come out of the modulus as negative so we will have

Our aim remains to minimize this sum S, this sum can be easily visualised as 0 when the array is sorted in **increasing and decreasing order.**

When in decreasing order

Score=

=

(since sorted in decreasing order)

{

When in increasing order

Score=

=

( since sorted in decreasing order)

{

**Good permutations : Array sorted in 1. Increasing and 2. Decreasing order.**

1. **Algorithm which computes the minimum cost required to transform the given array A into a good permutation:**

In previous part we have seen that the good permutation is just the increasing or decreasing order of the array.

Idea is to sort the array (in both increasing and decreasing fashion) and find the minimum cost to sort the array.

*Observations:*

Consider the maximum element, if this element is not located on its required place then it is to be swapped and whichever element it is swapped with, the cost will be the maximum element. So we first place this maximum element on its required position i.e. at the last. Now our working space has been reduced, this element will not interfere with the cost anymore. Again we place the maximum element of the remaining array on its correct position and so on.

*Algorithm:*

Let the given Array be A[n]

First sort the array and store it in another array say B[n].

Create two arrays: temp[n] and pos[n] ,

temp array: stores where is the element in the sorted array such that A[i]= B[temp[i]]

pos array : stores where is the element in the original array such that B[i]=A[pos[i]]

temp array and pos array are related such that pos[temp[i]]=i

temp array can be easily filled using binary search on the sorted array for each element.

Ex. A[5]= 7,2,5,4,1

Sorting it: B[5]= 1,2,4,5,7

Filling temp array{

Find A[0] in B array using binary seach: 5 th position ( 4 in 0 based indexing),

Similarly finding other elements and filling temp array:}

temp[5]= 4,1,3,2,0

pos[5]=4,1,3,2,0

verifying: B[0]=1, pos[0]=4, yes 1 is A[4]

B[1]=2, pos[1]=1, yes 2 is A[1] and so on..

Sorting takes nlogn time  
binary search for each element takes logn time and nlogn for all  
Now for our algorithm, we need to move from right to left in our B array and see where this element should have been, If it is at its position than ok, else swap it and add the maximum value to cost.  
This takes O(n) time since for each B[i] we are taking constant time to swap

Overall Time complexity = O(nlogn)

*Swapping*

Say, temp[i]=k and pos[i]=j  
implies pos[k]=i and temp[j]=i  
To swap we need to bring A[j] to A[i]  
We can’t just use the swap function because then our pos and temp array will not be functional as they don’t map value to index they map index to index.

Now DO,  
temp[j]=k and temp[i]=i  
pos[k]=j and pos[i]=i

A: A[0] , A[1], A[2]….A[j]…. A[i]….A[n-1]

B: B[0], B[1], B[2] ….B[k]…..B[i],…..B[n-1]

**NEED TO CHECK FOR BOTH INCREASING AND DECREASING ORDER:**

We will do the same analysis for decreasing order also and report   
min(cost\_increasing, cost\_decreasing)

**Question 4: Mandatory Batman Question**

Divyansh Mathur,210357

1. **To design an algorithm that works in O(|V | · (|V | + |E|) = O(n · (n + m))**

dist(s,t): (shortest) distance path between s and t.

Point to note is that the shortest distance between 2 nodes doesn’t change if the edge not lying in the shortest path is removed. So we need to find shortest distance between s and t only when edges in this shortest path is removed.

To find dist(s,t): To find the shortest path between s and t simply start bfs from s and terminate it when it reaches t.

To store shortest path: Once we are pushing a node’s neighbor to queue, we know that this neighbor comes just after the node and hence we can say the neighbor’s parent is the node. Using this-

We make another array parent[n] where we store the parent of each vertex ( node ),

*Pseudocode to record parent[v] and distance(s,t) when none edgeis deleted:*

->Start BFS from s Until we reach t

->Initialising boolean visited array visited[n]=false  all false initially

->mark visited [s]=true

->Initialising Distance array Distance[n]=infinty(very high value)

->mark Distance [s]=0

->Initialising parent array parent[n]=-1 ( random not to be used value)

->Initialising empty queue Q

->then pushing s(starting node) to it

Q.push(s)

while(Q is not empty){

    u= Q.front

    Q.pop

    if(u == t) end BFS

    for( each neighbor v of u){

        if( visited[v]==false){

            if(Distance[v]>Distance[u]+1){

                Distance[v]=Distance[u]+1

            }

            visited[v]=true

            parent [v]=u

            Q.push(v)

        }

    }

}

*Data Structure to store the ans:* We are given with matrix (nxn), such that M[u,v] stores the dist(s,t) when (u,v) edge is removed. From above analysis we can infer that (u,v) affects dist(s,t) only if it is part of the shortest path and edges in shortest path are of the form (u,parent(u)), Since dealing with undirected graph we will do same operation on (parent(u),u). We need to alter values of (u,parent(u)) and (parent(u),u) starting from t.

We will run BFS each time to find distance (s,t) removing (u,parent(u)) edge

*Pseudocode to update matrix M:*

**UpdateMatrix**{

    node=t

    while(parent[node]!=-1){

        M[node][parent[node]]=newdistance(node, parent[node])

        M[parent[node]][node]=M[node][parent[node]]

        node= parent [node]

    }

}

**newdistance**(node , parent [node]){

    ->Start BFS from s Until we reach t

    ->Initialising boolean visited array visited[n]=false  all false initially

    ->mark visited [s]=true

    ->Initialising Distance array Distance[n]=infinty(very high value)

    ->mark Distance [s]=0

    ->Initialising empty queue Q

    ->then pushing s(starting node to it)

    Q.push(s)

    while(Q is not empty){

        u= Q.front

        Q.pop

        if(u == t) end BFS

        for( each neighbor v of u){

**if(u== node and v== parent[node] || v==node and u== parent [node]) skip;**

            else if( visited[v]==false){

                Distance[v]=Distance[u]+1

                visited[v]=true

                parent [v]=u

                Q.push(v)

            }

        }

    }

    return Distance[t]

}

1. **Time Complexity Analysis:** We know that BFS takes O(n+m) running time. In our case also BFS will take worst case O(n+m) running time. Also we are calling BFS each time for each node in the shortest path from s to t. There can be at max n-2 nodes in between and n-1 (u,parent(u)) pairs. Hence overall time complexity = O(n(n+m))
2. **Proof of correctness:**

It is obvious that the edges that don’t constitute the shortest path don’t disturb the dist(s,t)

Assertion: The algorithm correctly calculates the shortest distance once edge (u, parent(u)) is removed such that this edge lies in the shortest path.

Proof:

A[u]-Since we are running BFS and while running BFS we are skiping the edge encountered , we are in sense destroying the edge ( which is required), then we are calculating new distance, which implies that the new distance is the new shortest path.

A[parent[u]]- When the edge (parent(u), parent (parent (u))) is destroyed, again the shortest path cant be taken since it is destroyed now by again running BFS we find the new shortest path.

Hence Prooved.

**Question 5. No Sugar in this Coat**

Divyansh Mathur,210357

• Let Vd ⊆ V be the set of vertices that are at a distance equal to d from s in G, then ∀ i ≥ 0 :  
 u ∈ Vi , v ∈ Vi+1 ⇒ (u, v) ∈ E

This implies that if we start BFS from s, then each node at a level L will be linked to all the nodes at level L+1.

1. **An O(|V |+|E|) time algorithm to find a vertex t ∈ V , such that the following property holds for every vertex u ∈ V : min(dist(u, s), dist(u, t)) ≤ k**

It is obvious that the last nodes (nodes which has maximum) will have the maximum distance from s. Now this last node say M, has the highest tendency to have dist(M,s) >k, we wish to find t such that it satisfies the condition with M just in range, i.e. dist(M,t)=k

Idea is to do BFS once and find the farthest level nodes. Once found we just have to move to its parent k-1 times to find t.

In this figure arrows are just for direction of BFS  
*use the following algorithm to find last node M:*

BFS\_TO\_FIND\_M

->initiate empty queue Q

->push s

-> iniate empty boolean visited[n]=false

-> make visited[s]=true

-> iniate empty array parent[n]=-1 random nonachievable value

while(Q is not empty){

    M=Q.top

    Q.pop

    for(all neighbours v of M){

        if(visited[v]==false){

            visited[v]=true

            parent[v]=M

        }

    }

}

Now, to find t we just need to move up to its parent k-1 times

t=M

for(i=1 to k-1){

    t=parent[t]

}

1. Proof of correctness for the algorithm:

If we consider a graph where each node is assigned to a level based on its distance,this graph has at 3k layers selecting a node from a level no greater than 2k+1 will ensure that the minimum distance between this selected node and both s and t is less than or equal, to k**.**

Dist(t,M)= k, dist(s,M)=?

Upper limit of dist(s,M)=n=3k (given)

Dist(s,M)max=3k

Therefore dist(s,t)max=2k, So any element lying in between will have min(dist(u,s),dist(u,t))<=k

**Assertion :** min(dist(s,u), dist(t,u)) <=k

Proof:

Let the Assertion is false i.e. there exist a u such that min(dist(s,u), dist(t,u)) > k

All the nodes below t are at max distance =k, hence this u don’t lie below t

Nodes at the same level as t are at distance =2 from t, here arises 2 case:

1. k>=2 : here also u cant exist
2. k<2 or k=1 if k=1 total nodes= 3, t=s dist(u,s) for both neighbours of s=1 hence u cant exist here also

u can only exist in middle of s and t,

there are minimum k nodes below t (dist(t,M)=k)

Maximum no. of nodes between s and t = 2k-2

If we take the median elements at distance distance from top = k

And distance from t =k

Hence u cant lie here also

Since U cant lie anywhere in the graph our assumption was wrog,

Contradiction

Hence proved.